# Chapter 3

# Cascading Style Sheet (CSS)

# CSS Introduction

# What is CSS

CSS stands for Cascading Style Sheets. It is a style sheet language which is used to describe the look and formatting of a document written in markup language. It provides an additional feature to HTML. It is generally used with HTML to change the style of web pages and user interfaces. It can also be used with any kind of XML documents including plain XML, SVG and XUL.

CSS is used along with HTML and JavaScript in most websites to create user interfaces for web applications and user interfaces for many mobile applications.

## What does CSS do?

* You can add new looks to your old HTML documents.
* You can completely change the look of your website with only a few changes in CSS code.

## Benefits of CSS

These are the three major benefits of CSS:

## 1) Solves a big problem

Before CSS, tags like font, color, background style, element alignments, border and size had to be repeated on every web page. This was a very long process. For example: If you are developing a large website where fonts and color information are added on every single page, it will be become a long and expensive process. CSS was created to solve this problem. It was a W3C recommendation.

## 2) Saves a lot of time

CSS style definitions are saved in external CSS files so it is possible to change the entire website by changing just one file.

## 3) Provide more attributes

CSS provides more detailed attributes than plain HTML to define the look and feel of the website.

# CSS Syntax & how to

# CSS Syntax

A CSS rule-set consists of a selector and a declaration block:
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**Selector:** Selector indicates the HTML element you want to style. It could be any tag like <h1>, <title> etc.

**Declaration Block:** The declaration block can contain one or more declarations separated by a semicolon. For the above example, there are two declarations:

color: yellow;

font-size: 11 px;

Each declaration contains a property name and value, separated by a colon.

**Property:** A Property is a type of attribute of HTML element. It could be color, border etc.

**Value:** Values are assigned to CSS properties. In the above example, value "yellow" is assigned to color property.

# CSS Selector

**CSS selectors** are used to select the content you want to style. Selectors are the part of CSS rule set. CSS selectors select HTML elements according to its id, class, type, attribute etc. There are several different types of selectors in CSS.

1. CSS Element Selector
2. CSS Id Selector
3. CSS Class Selector
4. CSS Universal Selector
5. CSS Group Selector

## 1) CSS Element Selector

The element selector selects the HTML element by name.

<!DOCTYPE html>

<html>  <head>  <style>

**p**{      text-align: center;      color: blue;  }

</style>  </head>  <body>

**<p>**This style will be applied on every paragraph.</p>

**<p id="para1">**Me too!</p>  **<p>**And me!</p>

</body>  </html>

## 2) CSS Id Selector

The id selector selects the id attribute of an HTML element to select a specific element. An id is always unique within the page so it is chosen to select a single, unique element. It is written with the hash character (#), followed by the id of the element. Let’s take an example with the id **"para1".**

<!DOCTYPE html>  <html>  <head> <style>

#para1 {  text-align: center;   color: blue; }

</style> </head>  <body>

<p id="para1">Hello Javatpoint.com</p>

<p>This paragraph will not be affected.</p>

</body> </html>

## 3) CSS Class Selector

The class selector selects HTML elements with a specific class attribute. It is used with a period character . (full stop symbol) followed by the class name. A class name should **not be started with a number**.

Let's take an example with a class **"center".**

<!DOCTYPE html>

<html>  <head>  <style>

**.center** {  text-align: center;  color: blue;  }

</style></head>  <body>

<h1 **class="center">**This heading is blue and center-aligned.</h1>

<p **class="center">**This paragraph is blue and center-aligned.</p>

</body>  </html>

## CSS Class Selector for specific element

If you want to specify that only one specific HTML element should be affected then you should use the element name with class selector. Let's see an example.

<!DOCTYPE html>

<html>  <head>  <style>

**p.center** {   text-align: center;      color: blue;  }

</style> </head>  <body>

<h1 **class="center">This heading is not affected**</h1>

<p **class="center">**This paragraph is blue and center-aligned.</p>

</body> </html>

## 4) CSS Universal Selector

The universal selector is used as a wildcard character. It selects all the elements on the pages.

<!DOCTYPE html>

<html> <head>  <style>

**\*** {   color: green;   font-size: 20px;  }

</style>  </head>  <body>

<h2>This is heading</h2>

<p>This style will be applied on every paragraph.</p>

<p id="para1">Me too!</p>  <p>And me!</p>

</body> </html>

## 5) CSS Group Selector

The grouping selector is used to select all the elements with the same style definitions. Grouping selector is used to minimize the code. Commas are used to separate each selector in grouping. Let's see the CSS code without group selector.

h1 {  text-align: center;  color: blue;  }

h2 {  text-align: center; color: blue;  }

p {   text-align: center;  color: blue;  }

As you can see, you need to define CSS properties for all the elements. It can be grouped in following ways:

h1,h2,p {  text-align: center;  color: blue; }

Let's see the full example of CSS group selector.

<!DOCTYPE html>  <html>  <head>  <style>

h1, h2, p {  text-align: center;  color: blue;   }

</style>  </head><body>

<h1>Hello Javatpoint.com</h1>

<h2>Hello Javatpoint.com (In smaller font)</h2>

<p>This is a paragraph.</p>  </body>  </html>

# How to add CSS

CSS is added to HTML pages to format the document according to information in the style sheet. There are three ways to insert CSS in HTML documents.

1. Inline CSS
2. Internal CSS
3. External CSS

# Inline CSS

We can apply CSS in a single element by inline CSS technique. The inline CSS is also a method to insert style sheets in HTML document. This method mitigates some advantages of style sheets so it is advised to use this method sparingly. If you want to use inline CSS, you should use the style attribute to the relevant tag.

**Syntax:**

***<htmltag style="cssproperty1:value; cssproperty2:value;">   </htmltag>***

**Example**:

<h2 **style="color:red;margin-left:40px;"**> Inline CSS is applied on this heading.</h2>

<p>This paragraph is not affected.</p>

**Disadvantages of Inline CSS**

* You cannot use quotations within inline CSS. If you use quotations the browser will interpret this as an end of your style value.
* These styles cannot be reused anywhere else.
* These styles are tough to be edited because they are not stored at a single place.
* It is not possible to style pseudo-codes and pseudo-classes with inline CSS.
* Inline CSS does not provide browser cache advantages.

# Internal CSS

The internal style sheet is used to add a unique style for a single document. It is defined in <head> section of the HTML page inside the <style> tag.

**Example:**

<!DOCTYPE html>

<html> <head>  <style>

body {      background-color: linen;  }

h1 {      color: red;      margin-left: 80px;  }

</style>  </head>  <body>

<h1>The internal style sheet is applied on this heading.</h1>

<p>This paragraph will not be affected.</p>

</body>  </html>

# External CSS

The external style sheet is generally used when you want to make changes on multiple pages. It is ideal for this condition because it facilitates you to change the look of the entire web site by changing just one file. It uses the <link> tag on every pages and the <link> tag should be put inside the head section.

**Example:**

<head>

<link rel="stylesheet" type="text/css**" href="mystyle.css">**

</head>

The external style sheet may be written in any text editor but must be saved with a .css extension. This file should not contain HTML elements. Let's take an example of a style sheet file named **"mystyle.css".**

**File: mystyle.css**

body {background-color: lightblue;  }

h1 {color: navy;      margin-left: 20px;  }

**Note**: You should not use a space between the property value and the unit. For example: It should be margin-left:20px not margin-left:20 px.

# CSS Comments

CSS comments are generally written to explain your code. It is very helpful for the users who reads your code so that they can easily understand the code. Comments are ignored by browsers. Comments are single or multiple lines statement and written within /\*............\*/ .

<!DOCTYPE html>  <html>  <head>  <style>

p {      color: blue;

    /\* This is a single-line comment \*/

    text-align: center;  }

/\* This is

a multi-line  comment \*/

</style>  </head>  <body>

<p>Hello Javatpoint.com</p>  <p>This statement is styled with CSS.</p> <p>CSS comments are ignored by the browsers and not shown in the output.</p>  </body>  </html>

# CSS Specificity

**What is Specificity?**

If there are two or more conflicting CSS rules that point to the same element, the browser follows some rules to determine which one is most specific and therefore wins out. Think of specificity as a score/rank that determines which style declarations are ultimately applied to an element.

The universal selector (\*) has low specificity, while ID selectors are highly specific!

**Note:** Specificity is a common reason why your CSS-rules don't apply to some elements, although you think they should.

**Specificity Hierarchy**

Every selector has its place in the specificity hierarchy. There are four categories which define the specificity level of a selector:

**Inline styles** - An inline style is attached directly to the element to be styled.

Example: <h1 style="color: #ffffff;">.

**IDs** - An ID is a unique identifier for the page elements, such as #navbar.

**Classes, attributes and pseudo-classes** - This category includes .classes, [attributes] and pseudo-classes such as :hover, :focus etc.

**Elements and pseudo-elements** - This category includes element names and pseudo-elements, such as h1, div, :before and :after.

**How to Calculate Specificity?**

Memorize how to calculate specificity!

Start at 0, add 1000 for style attribute, add 100 for each ID, add 10 for each attribute, class or pseudo-class, add 1 for each element name or pseudo-element. Consider these three code fragments:

**Example**

A: h1  
B: #content h1  
C: <div id="content"><h1 style="color: #ffffff">Heading</h1></div>

The specificity of A is 1 (one element)  
The specificity of B is 101 (one ID reference and one element)  
The specificity of C is 1000 (inline styling)

Since 1 < 101 < 1000, the third rule (C) has a greater level of specificity, and therefore will be applied.

**Specificity Rules**

**Equal specificity: the latest rule counts**- If the same rule is written twice into the external style sheet, then the lower rule in the style sheet is closer to the element to be styled, and therefore will be applied:

**Example:**

h1 {background-color: yellow;}  
h1 {background-color: red;}

**the latter rule is always applied**.

**ID selectors have a higher specificity than attribute selectors** - Look at the following three code lines:

**Example:**

div#a {background-color: green;}  
#a {background-color: yellow;}  
div[id=a] {background-color: blue;}

**the first rule is more specific than the other two, and will be applied**.

**Contextual selectors are more specific than a single element selector -**The embedded style sheet is closer to the element to be styled. So in the following situation

**Example**

**From external CSS file:** #content h1 {background-color: red;}  
 **In HTML file:** <style> #content h1 {background-color: yellow; }</style>

**the latter rule will be applied.**

**A class selector beats any number of element selectors**- a class selector such as .intro beats h1, p, div, etc:

**Example**

.intro {background-color: yellow;}  
h1 {background-color: red;}

**The universal selector and inherited values have a specificity of 0** - \*, body \* and similar have a zero specificity. Inherited values also have a specificity of 0.

# CSS Colors, Backgrounds, Borders, Margins, Padding & Height/Width

**CSS Colors**

Colors are specified using predefined color names, or RGB, HEX, HSL, RGBA, HSLA values.

**Color Names**

In HTML, a color can be specified by using a color name like Tomato, Orange, DodgerBlue, MediumSeaGreen, Gray, SlateBlue, Violet, LightGray etc.

### Example

<h1 style="background-color:DodgerBlue;">Hello World</h1>

<!— background color -->  
<p style="color:MediumSeaGreen;"></p> <!-- Text Color -->

<h1 style="border:2px solid Violet;">Hello World</h1>

<!-- Border Color -->

## Color Values

In HTML, colors can also be specified using RGB values, HEX values, HSL values, RGBA values, and HSLA values:

Same as color name "Tomato":

* rgb(255, 99, 71)
* #ff6347
* hsl(9, 100%, 64%)

Example

<h1 style="background-color:rgb(255, 99, 71);">...</h1>  
<h1 style="background-color:#ff6347;">...</h1>  
<h1 style="background-color:hsl(9, 100%, 64%);">...</h1>  
**RGB Value**

In HTML, a color can be specified as an RGB value, using this formula: **rgb(red, green, blue)**

Each parameter (red, green, and blue) defines the intensity of the color between 0 and 255.

For example, rgb(255, 0, 0) is displayed as red, because red is set to its highest value (255) and the others are set to 0.To display the color black, all color parameters must be set to 0, like this: rgb(0, 0, 0). To display the color white, all color parameters must be set to 255, like this: rgb(255, 255, 255).

**HEX Value**

In HTML, a color can be specified using a hexadecimal value in the form: **#rrggbb**

Where rr (red), gg (green) and bb (blue) are hexadecimal values between 00 and ff (same as decimal 0-255).

For example, #ff0000 is displayed as red, because red is set to its highest value (ff) and the others are set to the lowest value (00).

**HSL Value**

In HTML, a color can be specified using hue, saturation, and lightness (HSL) in the form:

**hsl(hue, saturation, lightness)**

Hue is a degree on the color wheel from 0 to 360. 0 is red, 120 is green, and 240 is blue. Saturation is a percentage value, 0% means a shade of gray, and 100% is the full color. Lightness is also a percentage, 0% is black, 50% is neither light nor dark, and 100% is white

# CSS Background

CSS background property is used to define the background effects on element. There are 5 CSS background properties that affects the HTML elements:

1. background-color
2. background-image
3. background-repeat
4. background-attachment
5. background-position

**1) CSS background-color**

The background-color property is used to specify the background color of the element.

You can set the background color like this:

<!DOCTYPE html>

<html><head> <style>

h2,p{      background-color: #b0d4de;  }

</style> </head>  <body>  <h2>My first CSS page.</h2>

<p>Hello Javatpoint. This is an example of CSS background-color.</p>

</body>  </html>

**2) CSS background-image**

The background-image property is used to set an image as a background of an element. By default the image covers the entire element. You can set the background image for a page like this.

<!DOCTYPE html>

<html>  <head>  <style>

body {background-image: url("paper1.gif");  margin-left:100px;}

</style>  </head>  <body>

<h1>Hello Javatpoint.com</h1>

</body></html>

**Note**: The background image should be chosen according to text color. The bad combination of text and background image may be a cause of poor designed and not readable webpage.

**3) CSS background-repeat**

By default, the background-image property repeats the background image horizontally and vertically. Some images are repeated only horizontally or vertically. The background looks better if the image repeated horizontally only.

**background-repeat: repeat-x;**

<!DOCTYPE html>

<html>  <head>  <style>

body { background-image: url("gradient\_bg.png");

     background-repeat: repeat-x;  }

</style> </head>  <body>

<h1>Hello Javatpoint.com</h1>

</body> </html>

**background-repeat: repeat-y;**

<!DOCTYPE html>

<html>  <head> <style>

body {  background-image: url("gradient\_bg.png");

     background-repeat: repeat-y;  }

</style> </head> <body>

<h1>Hello Javatpoint.com</h1>

</body>  </html>

**4) CSS background-attachment**

The background-attachment property is used to specify if the background image is fixed or scroll with the rest of the page in browser window. If you set fixed the background image then the image will not move during scrolling in the browser. Let’s take an example with fixed background image.

background: white url('bbb.gif');

background-repeat: no-repeat;

background-attachment: fixed;

**5) CSS background-position**

The background-position property is used to define the initial position of the background image. By default, the background image is placed on the top-left of the webpage.

You can set the following positions: center, top, bottom, left and right

background: white url('good-morning.jpg');

background-repeat: no-repeat;

background-attachment: fixed;

background-position: center;

# CSS Border

The CSS border is a shorthand property used to set the border on an element. The CSS border properties are use to specify the style, color and size of the border of an element. The CSS border properties are: border-style, border-color, border-width and border-radius.

**1) CSS border-style**

The Border style property is used to specify the border type which you want to display on the web page. There are some border style values which are used with border-style property to define a border.

|  |  |
| --- | --- |
| **Value** | **Description** |
| none | It doesn't define any border. |
| dotted | It is used to define a dotted border. |
| dashed | It is used to define a dashed border. |
| solid | It is used to define a solid border. |
| double | It defines two borders wIth the same border-width value. |
| groove | It defines a 3d grooved border. effect is generated according to border-color value. |
| ridge | It defines a 3d ridged border. effect is generated according to border-color value. |
| inset | It defines a 3d inset border. effect is generated according to border-color value. |
| outset | It defines a 3d outset border. effect is generated according to border-color value. |

<!DOCTYPE html>  <html>  <head>  <style>

p.none {border-style: none;}  p.dotted {border-style: dotted;}  p.dashed {border-style: dashed;}

</style>  </head> <body>

<p class="none">No border.</p>

<p class="dotted">A dotted border.</p>

<p class="dashed">A dashed border.</p>

</body>  </html>

**2) CSS border-width**

The border-width property is used to set the border's width. It is set in pixels. You can also use the one of the three pre-defined values, thin, medium or thick to set the width of the border.

**Note**: The border-width property is not used alone. It is always used with other border properties like "border-style" property to set the border first otherwise it will not work.

<!DOCTYPE html>  <html>  <head>  <style>

p.one {   border-style: solid;      border-width: 5px;  }

p.two {      border-style: solid;      border-width: medium;  }

p.three {      border-style: solid;      border-width: 1px; }

</style>  </head>  <body>

<p class="one">Write your text here.</p>  <p class="two">Write your text here.</p>

<p class="three">Write your text here.</p>

</body>  </html>

**3) CSS border-color**

There are three methods to set the color of the border.

**Name**: It specifies the color name. For example: "red".

**RGB**: It specifies the RGB value of the color. For example: "rgb(255,0,0)".

**Hex**: It specifies the hex value of the color. For example: "#ff0000".

There is also a border color named "transparent". If the border color is not set it is inherited from the color property of the element.

**Note**: The border-color property is not used alone. It is always used with other border properties like "border-style" property to set the border first otherwise it will not work.

<!DOCTYPE html>  <html>  <head>  <style>

p.one {      border-style: solid;      border-color: red;  }

p.two {      border-style: solid;      border-color: #98bf21;  }

</style>  </head>  <body>

<p class="one">This is a solid red border</p>  <p class="two">This is a solid green border</p>

</body>  </html>

# CSS Margin

CSS Margin property is used to define the space around elements. It is completely transparent and doesn't have any background color. It clears an area around the element. Top, bottom, left and right margin can be changed independently using separate properties. You can also change all properties at once by using shorthand margin property.

**CSS Margin Properties**

|  |  |
| --- | --- |
| **Property** | **Description** |
| margin | This property is used to set all the properties in one declaration. |
| margin-left | it is used to set left margin of an element. |
| margin-right | It is used to set right margin of an element. |
| margin-top | It is used to set top margin of an element. |
| margin-bottom | It is used to set bottom margin of an element. |

**CSS Margin Values**

These are some possible values for margin property.

|  |  |
| --- | --- |
| **Value** | **Description** |
| auto | This is used to let the browser calculate a margin. |
| length | It is used to specify a margin pt, px, cm, etc. its default value is 0px. |
| % | It is used to define a margin in percent of the width of containing element. |
| inherit | It is used to inherit margin from parent element. |

**Note**: You can also use negative values to overlap content.

**CSS margin Example**

You can define different margin for different sides for an element.

<!DOCTYPE html>  <html>  <head>  <style>

p {  background-color: pink;  }

p.ex {  margin-top: 50px;  margin-bottom: 50px;

     margin-right: 100px;   margin-left: 100px;

}

</style>  </head>  <body>

<p>This paragraph is not displayed with specified margin. </p>

<p class="ex">This paragraph is displayed with specified margin.</p>

</body> </html>

**Margin: Shorthand Property**

CSS shorthand property is used to shorten the code. It specifies all the margin properties in one property.

There are four types to specify the margin property. You can use one of them.

margin: 50px 100px 150px 200px;

margin: 50px 100px 150px;

margin: 50px 100px;

margin 50px;

**1) margin: 50px 100px 150px 200px;**

It identifies that:

* **top** margin value is 50px
* **right** margin value is 100px
* **bottom** margin value is 150px
* **left** margin value is 200px

<!DOCTYPE html>

<html>  <head>  <style>

p {  background-color: pink;  }

p.ex {   margin: 50px 100px 150px 200px;  }

</style> </head>  <body>

<p>This paragraph is not displayed with specified margin. </p>

<p class="ex">This paragraph is displayed with specified margin.</p>

</body> </html>

**2) margin: 50px 100px 150px;**

It identifies that:

* **top** margin value is 50px
* **left and right** margin values are 100px
* **bottom** margin value is 150px

<!DOCTYPE html>  <html> <head>  <style>

p {  background-color: pink;  }

p.ex {  margin: 50px 100px 150px;  }

</style> </head>  <body>

<p>This paragraph is not displayed with specified margin. </p>

<p class="ex">This paragraph is displayed with specified margin.</p>

</body> </html>

**3) margin: 50px 100px;**

It identifies that:

* **top and bottom** margin values are 50px
* **left and right** margin values are 100px

<!DOCTYPE html>  <html>  <head>  <style>

p {  background-color: pink;  }

p.ex {  margin: 50px 100px;  }

</style> </head> <body>

<p>This paragraph is not displayed with specified margin. </p>

<p class="ex">This paragraph is displayed with specified margin.</p>

</body>  </html>

**4) margin: 50px;**

It identifies that: **top right bottom and left** margin values are 50px

<!DOCTYPE html>  <html>  <head>  <style>

p {  background-color: pink;  }

p.ex {  margin: 50px;  }

</style> </head> <body>

<p>This paragraph is not displayed with specified margin. </p>

<p class="ex">This paragraph is displayed with specified margin.</p>

</body>  </html>

# CSS Padding

**CSS Padding property** is used to define the space between the element content and the element border.

It is different from CSS margin in the way that CSS margin defines the space around elements. CSS padding is affected by the background colors. It clears an area around the content.

Top, bottom, left and right padding can be changed independently using separate properties. You can also change all properties at once by using shorthand padding property.

**CSS Padding Properties**

|  |  |
| --- | --- |
| **Property** | **Description** |
| Padding | It is used to set all the padding properties in one declaration. |
| padding-left | It is used to set left padding of an element. |
| padding-right | It is used to set right padding of an element. |
| padding-top | It is used to set top padding of an element. |
| padding-bottom | It is used to set bottom padding of an element. |

**CSS Padding Values**

|  |  |
| --- | --- |
| **Value** | **Description** |
| length | It is used to define fixed padding in pt, px, em etc. |
| % | It defines padding in % of containing element. |

**Example**

<!DOCTYPE html>  <html> <head> <style>

p {  background-color: pink;  }

p.padding {  padding-top: 50px;     padding-right: 100px;

     padding-bottom: 150px;   padding-left: 200px;  }

</style> </head>  <body>

<p>This is a paragraph with no specified padding.</p>

<p class="padding">This is a paragraph with specified paddings.</p>

</body>  </html>

# CSS Height and Width

The height and width properties are used to set the height and width of an element. The height and width can be set to auto (this is default. Means that the browser calculates the height and width), or be specified in length values, like px, cm, etc., or in percent (%) of the containing block.

Example

div {height: 200px;   width: 50%;   background-color: powderblue; }

**Example**

div {height: 100px; width: 500px;    background-color: powderblue; }

**Note:** The height and width properties do not include padding, borders, or margins; they set the height/width of the area inside the padding, border, and margin of the element!

**Setting max-width**

The max-width property is used to set the maximum width of an element.

The max-width can be specified in length values, like px, cm, etc., or in percent (%) of the containing block, or set to none (this is default i.e. there is no maximum width).

The problem with the <div> above occurs when the browser window is smaller than the width of the element (500px). The browser then adds a horizontal scrollbar to the page.

Using max-width instead, in this situation, will improve the browser's handling of small windows.

**Tip:** Drag the browser window to smaller than 500px wide, to see the difference between the two divs!

**Note:** The value of the max-width property overrides width.

The following example shows a <div> element with a height of 100 pixels and a max-width of 500 pixels:

**Example**

div { max-width: 500px; height: 100px; background-color: powderblue; }

**All CSS Dimension Properties**

|  |  |
| --- | --- |
| **Property** | **Description** |
| [height](https://www.w3schools.com/cssref/pr_dim_height.asp) | Sets the height of an element |
| [max-height](https://www.w3schools.com/cssref/pr_dim_max-height.asp) | Sets the maximum height of an element |
| [max-width](https://www.w3schools.com/cssref/pr_dim_max-width.asp) | Sets the maximum width of an element |
| [min-height](https://www.w3schools.com/cssref/pr_dim_min-height.asp) | Sets the minimum height of an element |
| [min-width](https://www.w3schools.com/cssref/pr_dim_min-width.asp) | Sets the minimum width of an element |
| [width](https://www.w3schools.com/cssref/pr_dim_width.asp) | Sets the width of an element |

# CSS text, Fonts, Links, Lists, Tables, Image & forms

# CSS Text

**Text Color**

The color property is used to set the color of the text. The color is specified by:

* a color name - like "red"
* a HEX value - like "#ff0000"
* an RGB value - like "rgb(255,0,0)"

The default text color for a page is defined in the body selector.

Example

body {  color: blue; }  
h1 {  color: green; }

**Note:** For W3C compliant CSS: If you define the color property, you must also define the background-color.

**Text Alignment**

The text-align property is used to set the horizontal alignment of a text. A text can be left or right aligned, centered, or justified. The following example shows center aligned, and left and right aligned text (left alignment is default if text direction is left-to-right, and right alignment is default if text direction is right-to-left):

Example

h1 {   text-align: center; }  
h2 {  text-align: left; }  
h3 {  text-align: right; }

When the text-align property is set to "justify", each line is stretched so that every line has equal width, and the left and right margins are straight (like in magazines and newspapers):

Example

div {   text-align: justify; }

**Text Decoration**

The text-decoration property is used to set or remove decorations from text. The value **text-decoration: none;** is often used to remove underlines from links:

Example

a {  text-decoration: none; }

The other text-decoration values are used to decorate text:

Example

h1 {  text-decoration: overline;}  
h2 {  text-decoration: line-through; }  
h3 {  text-decoration: underline; }

**Note:** It is not recommended to underline text that is not a link, as this often confuses the reader.

**Text Transformation**

The text-transform property is used to specify uppercase and lowercase letters in a text. It can be used to turn everything into uppercase or lowercase letters, or capitalize the first letter of each word:

**Example**

p.uppercase {  text-transform: uppercase; }  
p.lowercase {  text-transform: lowercase; }  
p.capitalize {  text-transform: capitalize; }

**Text Indentation**

The text-indent property is used to specify the indentation of the first line of a text:

**Example**

p {  text-indent: 50px; }

**Letter Spacing**

The letter-spacing property is used to specify the space between the characters in a text. The following example demonstrates how to increase or decrease the space between characters:

**Example**

h1 {  letter-spacing: 3px; }  
h2 {  letter-spacing: -3px; }

**Line Height**

The line-height property is used to specify the space between lines:

Example

p.small {   line-height: 0.8; }  
p.big {  line-height: 1.8; }

**Text Direction**

The direction property is used to change the text direction of an element:

Example

p {   direction: rtl; }

**Word Spacing**

The word-spacing property is used to specify the space between the words in a text. The following example demonstrates how to increase or decrease the space between words:

Example

h1 {  word-spacing: 10px; }  
h2 {  word-spacing: -5px; }

**Text Shadow**

The text-shadow property adds shadow to text. The following example specifies the position of the horizontal shadow (3px), the position of the vertical shadow (2px) and the color of the shadow (red):

Example

h1 {  text-shadow: 3px 2px red; }

# CSS Fonts

The CSS font properties define the font family, boldness, size, and the style of a text.

## CSS Font Families

In CSS, there are two types of font family names:

* generic family - a group of font families with a similar look (like "Serif" or "Monospace")
* font family - a specific font family (like "Times New Roman" or "Arial")

|  |  |  |
| --- | --- | --- |
| **Generic family** | **Font family** | **Description** |
| Serif | Times New Roman Georgia | Serif fonts have small lines at the ends on some characters |
| Sans-serif | Arial Verdana | "Sans" means without - these fonts do not have the lines at the ends of characters |
| Monospace | Courier New Lucida Console | All monospace characters have the same width |

**Note:** On computer screens, sans-serif fonts are considered easier to read than serif fonts.

**Font Family**

The font family of a text is set with the font-family property. The font-family property should hold several font names as a "fallback" system. If the browser does not support the first font, it tries the next font, and so on. Start with the font you want, and end with a generic family, to let the browser pick a similar font in the generic family, if no other fonts are available.

**Note**: If the name of a font family is more than one word, it must be in quotation marks, like: "Times New Roman".

More than one font family is specified in a comma-separated list:

Example

p {  font-family: "Times New Roman", Times, serif; }

For commonly used font combinations, look at our [Web Safe Font Combinations](https://www.w3schools.com/cssref/css_websafe_fonts.asp).

**Font Style**

The font-style property is mostly used to specify italic text. This property has three values:

* normal - The text is shown normally
* italic - The text is shown in italics
* oblique - The text is "leaning" (oblique is very similar to italic, but less supported)

Example

p.normal {  font-style: normal; }  
p.italic {  font-style: italic; }  
p.oblique { font-style: oblique; }

**Font Size**

The font-size property sets the size of the text. Being able to manage the text size is important in web design. However, you should not use font size adjustments to make paragraphs look like headings, or headings look like paragraphs. Always use the proper HTML tags, like <h1> - <h6> for headings and <p> for paragraphs.

The font-size value can be an **absolute**, or **relative** size.

* **Absolute size**: Sets the text to a specified size. It does not allow a user to change the text size in all browsers (bad for accessibility reasons). Absolute size is useful when the physical size of the output is known.
* **Relative size**: Sets the size relative to surrounding elements. It allows a user to change the text size in browsers

**Note:** If you do not specify a font size, the default size for normal text, like paragraphs, is 16px (16px=1em).

**Set Font Size With Pixels**

Setting the text size with pixels gives you full control over the text size:

Example

h1 {  font-size: 40px; }  
h2 {  font-size: 30px; }  
p {  font-size: 14px; }

**Tip:** If you use pixels, you can still use the zoom tool to resize the entire page.

**Set Font Size With Em**

To allow users to resize the text (in the browser menu), many developers use em instead of pixels. The em size unit is recommended by the W3C. 1em is equal to the current font size. The default text size in browsers is 16px. So, the default size of 1em is 16px. The size can be calculated from pixels to em using this formula: pixels/16=em.

Example

h1 { font-size: 2.5em; /\* 40px/16=2.5em \*/ }  
h2 {  font-size: 1.875em; /\* 30px/16=1.875em \*/ }  
p {  font-size: 0.875em; /\* 14px/16=0.875em \*/ }

In the example above, the text size in em is the same as the previous example in pixels. However, with the em size, it is possible to adjust the text size in all browsers. Unfortunately, there is still a problem with older versions of IE. The text becomes larger than it should when made larger, and smaller than it should when made smaller.

Use a Combination of Percent and Em. The solution that works in all browsers, is to set a default font-size in percent for the <body> element:

Example

body {   font-size: 100%; }  
h1 {  font-size: 2.5em; }  
h2 {  font-size: 1.875em; }  
p {  font-size: 0.875em; }

Our code now works great! It shows the same text size in all browsers, and allows all browsers to zoom or resize the text!

**Font Weight**

The font-weight property specifies the weight of a font:

Example

p.normal {   font-weight: normal; }  
p.thick {  font-weight: bold;}

**Responsive Font Size**

The text size can be set with a vw unit, which means the "viewport width". That way the text size will follow the size of the browser window. Resize the browser window to see how the font size scales.

Example

<h1 style="**font-size:10vw**">Hello World</h1>

Viewport is the browser window size. 1vw = 1% of viewport width. If the viewport is 50cm wide, 1vw is 0.5cm.

**Font Variant**

The font-variant property specifies whether or not a text should be displayed in a small-caps font.

In a small-caps font, all lowercase letters are converted to uppercase letters. However, the converted uppercase letters appears in a smaller font size than the original uppercase letters in the text.

Example

p.normal {   font-variant: normal; }  
p.small {  font-variant: small-caps; }

# CSS Links

Links can be styled with any CSS property (e.g. color, font-family, background, etc.).

Example

a {   color: hotpink; }

In addition, links can be styled differently depending on what **state** they are in.

The four links states are:

* a:link - a normal, unvisited link
* a:visited - a link the user has visited
* a:hover - a link when the user mouses over it
* a:active - a link the moment it is clicked

### Example

/\* unvisited link \*/  
a:link {  color: red; }  
/\* visited link \*/  
a:visited {  color: green; }  
/\* mouse over link \*/  
a:hover {  color: hotpink; }  
/\* selected link \*/  
a:active {  color: blue; }

When setting the style for several link states, there are some order rules:

* a:hover MUST come after a:link and a:visited
* a:active MUST come after a:hover

## Text Decoration

The text-decoration property is mostly used to remove underlines from links:

Example

a:link {  text-decoration: none; }  
a:visited {  text-decoration: none; }  
a:hover {  text-decoration: underline; }  
a:active {  text-decoration: underline; }

## Background Color

The background-color property can be used to specify a background color for links:

Example

a:link {  background-color: yellow; }  
a:visited {  background-color: cyan; }  
  
a:hover {  background-color: lightgreen; }  
a:active {  background-color: hotpink; }

## Advanced - Link Buttons

This example demonstrates a more advanced example where we combine several CSS properties to display links as boxes/buttons:

Example

a:link, a:visited {  
  background-color: #f44336;  
  color: white;  
  padding: 14px 25px;  
  text-align: center;   
  text-decoration: none;  
  display: inline-block;  
}  
a:hover, a:active {  background-color: red; }

# CSS Lists

In HTML, there are two main types of lists:

* unordered lists (<ul>) - the list items are marked with bullets
* ordered lists (<ol>) - the list items are marked with numbers or letters

The CSS list properties allow you to:

* Set different list item markers for ordered lists
* Set different list item markers for unordered lists
* Set an image as the list item marker

**Add background colors to lists and list items**

**Different List Item Markers**

The list-style-type property specifies the type of list item marker. The following example shows some of the available list item markers:

Example

ul.a {  list-style-type: circle; }  
ul.b {  list-style-type: square; }  
ol.c {  list-style-type: upper-roman; }  
ol.d {  list-style-type: lower-alpha; }

**Note**: Some of the values are for unordered lists, and some for ordered lists.

**An Image as The List Item Marker**

The list-style-image property specifies an image as the list item marker:

Example

ul {  list-style-image: url('sqpurple.gif'); }

**Position The List Item Markers**

The list-style-position property specifies the position of the list-item markers (bullet points).

"list-style-position: outside;" means that the bullet points will be outside the list item. The start of each line of a list item will be aligned vertically.

"list-style-position: inside;" means that the bullet points will be inside the list item. As it is part of the list item, it will be part of the text and push the text at the start.

Example

ul.a {  list-style-position: outside; }  
ul.b {  list-style-position: inside; }

**Remove Default Settings**

The list-style-type:none property can also be used to remove the markers/bullets. Note that the list also has default margin and padding. To remove this, add margin:0 and padding:0 to <ul> or <ol>:

Example

ul {   list-style-type: none;  margin: 0;  padding: 0; }

**List - Shorthand property**

The list-style property is a shorthand property. It is used to set all the list properties in one declaration:

Example

ul {  list-style: square inside url("sqpurple.gif"); }

When using the shorthand property, the order of the property values are:

* list-style-type (if a list-style-image is specified, the value of this property will be displayed if the image for some reason cannot be displayed)
* list-style-position (specifies whether the list-item markers should appear inside or outside the content flow)
* list-style-image (specifies an image as the list item marker)

If one of the property values above are missing, the default value for the missing property will be inserted, if any.

**Styling List With Colors**

We can also style lists with colors, to make them look a little more interesting. Anything added to the <ol> or <ul> tag, affects the entire list, while properties added to the <li> tag will affect the individual list items:

Example

ol {  background: #ff9999;  padding: 20px; }  
ul {  background: #3399ff;  padding: 20px; }  
ol li {  background: #ffe5e5;  padding: 5px;  margin-left: 35px; }  
ul li {  background: #cce5ff;  margin: 5px; }

# CSS Tables

## Table Borders

To specify table borders in CSS, use the border property. The example below specifies a black border for <table>, <th>, and <td> elements:

Example

table, th, td {  border: 1px solid black; }

Notice that the table in the example above has double borders. This is because both the table and the <th> and <td> elements have separate borders.

**Collapse Table Borders**

The border-collapse property sets whether the table borders should be collapsed into a single border:

Example

table {  border-collapse: collapse; }  
table, th, td {  border: 1px solid black; }

If you only want a border around the table, only specify the border property for <table>:

Example

table {  border: 1px solid black;}

**Table Width and Height**

Width and height of a table are defined by the width and height properties. The example below sets the width of the table to 100%, and the height of the <th> elements to 50px:

Example

table {  width: 100%; }  
th {   height: 50px; }

**Horizontal Alignment**

The text-align property sets the horizontal alignment (like left, right, or center) of the content in <th> or <td>. By default, the content of <th> elements are center-aligned and the content of <td> elements are left-aligned. The following example left-aligns the text in <th> elements:

Example: th {   text-align: left; }

**Vertical Alignment**

The vertical-align property sets the vertical alignment (like top, bottom, or middle) of the content in <th> or <td>. By default, the vertical alignment of the content in a table is middle (for both <th> and <td> elements). The following example sets the vertical text alignment to bottom for <td> elements:

Example

td {  height: 50px;  vertical-align: bottom;}

**Table Padding**

To control the space between the border and the content in a table, use the padding property on <td> and <th> elements:

Example

th, td {  padding: 15px;  text-align: left; }

**Horizontal Dividers**

Add the border-bottom property to <th> and <td> for horizontal dividers:

Example

th, td {  border-bottom: 1px solid #ddd; }

**Hoverable Table**

Use the :hover selector on <tr> to highlight table rows on mouse over:

Example

tr:hover {background-color: #f5f5f5;}

**Striped Tables**

For zebra-striped tables, use the nth-child() selector and add a background-color to all even (or odd) table rows:

Example

tr:nth-child(even) {background-color: #f2f2f2;}

**Table Color**

The example below specifies the background color and text color of <th> elements:

Example

th {  background-color: #4CAF50;   color: white; }

**Responsive Table**

A responsive table will display a horizontal scroll bar if the screen is too small to display the full content. Add a container element (like <div>) with overflow-x:auto around the <table> element to make it responsive:

Example

<div style="overflow-x:auto;"><table>...table content...</table></div>

**Note:** In OS X Lion (on Mac), scrollbars are hidden by default and only shown when being used (even though "overflow:scroll" is set).

# CSS Forms

**Styling Input Fields**

Use the width property to determine the width of the input field:

Example

input {  width: 100%; }

The example above applies to all <input> elements. If you only want to style a specific input type, you can use attribute selectors:

* input[type=text] - will only select text fields
* input[type=password] - will only select password fields
* input[type=number] - will only select number fields etc..

**Padded Inputs**

Use the padding property to add space inside the text field.

**Tip:** When you have many inputs after each other, you might also want to add some margin, to add more space outside of them:

Example

input[type=text] {

width:100%; padding:12px 20px; margin: 8px 0; box-sizing: border-box;}

Note that we have set the box-sizing property to border-box. This makes sure that the padding and eventually borders are included in the total width and height of the elements.   
**Bordered Inputs**

Use the border property to change the border size and color, and use the border-radius property to add rounded corners:

Example

input[type=text] {  border: 2px solid red;  border-radius: 4px; }

If you only want a bottom border, use the border-bottom property:

Example

input[type=text] {  border: none;  border-bottom: 2px solid red; }

**Colored Inputs**

Use the background-color property to add a background color to the input, and the color property to change the text color:

Example

input[type=text] {  background-color: #3CBC8D;  color: white; }

**Focused Inputs**

By default, some browsers will add a blue outline around the input when it gets focus (clicked on). You can remove this behavior by adding outline: none; to the input. Use the :focus selector to do something with the input field when it gets focus:

Example

input[type=text]:focus {  background-color: lightblue; }

Example

input[type=text]:focus {  border: 3px solid #555; }

**Input with icon/image**

If you want an icon inside the input, use the background-image property and position it with the background-position property. Also notice that we add a large left padding to reserve the space of the icon:

Example

input[type=text] {  
  background-color: white;  
  background-image: url('searchicon.png');  
  background-position: 10px 10px;   
  background-repeat: no-repeat;  
  padding-left: 40px;  
}

**Animated Search Input**

In this example we use the CSS transition property to animate the width of the search input when it gets focus.

Example

input[type=text] {  -webkit-transition: width 0.4s ease-in-out;   transition: width 0.4s ease-in-out; }  
input[type=text]:focus {  width: 100%; }

**Styling Textareas**

**Tip:** Use the resize property to prevent textareas from being resized (disable the "grabber" in the bottom right corner):

Example

textarea {   width: 100%;  height: 150px;  padding: 12px 20px;  
  box-sizing: border-box; border: 2px solid #ccc; border-radius: 4px;  
  background-color: #f8f8f8; resize: none;  
}

**Styling Select Menus**

Example

select {  
  width: 100%;  padding: 16px 20px;  border: none;  
  border-radius: 4px;  background-color: #f1f1f1;  
}

**Styling Input Buttons**

Example

input[type=button], input[type=submit], input[type=reset] {  
  background-color: #4CAF50;  border: none;  color: white;  
  padding: 16px 32px;  text-decoration: none;  
  margin: 4px 2px;  cursor: pointer; }  
/\* Tip: use **width: 100%** for full-width buttons \*/

**CSS Images**

**Rounded Images**

Use the border-radius property to create rounded images:

Example: img {  border-radius: 8px; }

**Circled Image**

Example: img {  border-radius: 50%; }

**Thumbnail Images**

Use the border property to create thumbnail images.

Example:

img{border:1px solid #ddd; border-radius:4px; padding:5px;width:50px;}

## Responsive Images

Responsive images will automatically adjust to fit the size of the screen. Resize the browser window to see the effect. If you want an image to scale down if it has to, but never scale up to be larger than its original size, add the following:

Example

img {  max-width: 100%;  height: auto; }

## Center an Image

To center an image, set left and right margin to auto and make it into a block element:

Example

img {display:block; margin-left:auto; margin-right:auto; width:50%; }

# CSS box model, outline, display, max width, position, float, Inline block, navigation bar, dropdowns & image gallery

# CSS box model

All HTML elements can be considered as boxes. In CSS, the term "box model" is used when talking about design and layout.

The CSS box model is essentially a box that wraps around every HTML element. It consists of: margins, borders, padding, and the actual content. The image below illustrates the box model:

Explanation of the different parts:

* **Content** - The content of the box, where text and images appear
* **Padding** - Clears an area around the content. The padding is transparent
* **Border** - A border that goes around the padding and content
* **Margin** - Clears an area outside the border. The margin is transparent

The box model allows us to add a border around elements, and to define space between elements.

Example

div {width:300px; border:25px solid green; padding:25px; margin:25px;}

## Width and Height of an Element

In order to set the width and height of an element correctly in all browsers, you need to know how the box model works.

**Important:** When you set the width and height properties of an element with CSS, you just set the width and height of the **content area**. To calculate the full size of an element, you must also add padding, borders and margins.

Assume we want to style a <div> element to have a total width of 350px:

Example

div {width:320px; padding:10px; border:5px solid gray;  margin:0;}

Here is the calculation:

320px (width)+ 20px (left + right padding)+ 10px (left + right border)+ 0px (left + right margin)**= 350px**

The total width of an element should be calculated like this:

Total element width = width + left padding + right padding + left border + right border + left margin + right margin

The total height of an element should be calculated like this:

Total element height = height + top padding + bottom padding + top border + bottom border + top margin + bottom margin

## CSS Outline

An outline is a line that is drawn around elements, OUTSIDE the borders, to make the element "stand out".

CSS has the following outline properties:

* outline-style
* outline-color
* outline-width
* outline-offset
* outline

**Note:** Outline differs from borders! Unlike border, the outline is drawn outside the element's border, and may overlap other content. Also, the outline is NOT a part of the element's dimensions; the element's total width and height is not affected by the width of the outline.

## Outline Style

The outline-style property specifies the style of the outline, and can have one of the following values:

* dotted - Defines a dotted outline
* dashed - Defines a dashed outline
* solid - Defines a solid outline
* double - Defines a double outline
* groove - Defines a 3D grooved outline
* ridge - Defines a 3D ridged outline
* inset - Defines a 3D inset outline
* outset - Defines a 3D outset outline
* none - Defines no outline
* hidden - Defines a hidden outline

### Example

p.dotted{outline-style:dotted;} p.dashed{outline-style:dashed;} p.solid{outline-style:solid;} p.double {outline-style:double;} p.groove {outline-style:groove;} p.ridge {outline-style:ridge;}  
p.inset {outline-style:inset;} p.outset {outline-style:outset;}

**Note:** None of the other outline properties will have any effect, unless the outline-style property is set!

## Outline Color

The outline-color property is used to set the color of the outline.

The color can be set by:

* name - specify a color name, like "red"
* RGB - specify a RGB value, like "rgb(255,0,0)"
* Hex - specify a hex value, like "#ff0000"
* invert - performs a color inversion (which ensures that the outline is visible, regardless of color background)

The following example shows some different outlines with different colors. Also notice that these elements also have a thin black border inside the outline:

A solid red outline.

A double green outline.

An outset yellow outline.

Example

p.ex1{border:1px solid black; outline-style:solid; outline-color:red;}  
p.ex2{border:1px solid black; outline-style:double; outline-color:green;}  
p.ex3 {border:1px solid black;outline-style:outset; outline-color: yellow;}

The following example uses outline-color: invert, which performs a color inversion. This ensures that the outline is visible, regardless of color background:

Example

p.ex1 { border: 1px solid yellow;  outline-style: solid;  
  outline-color: invert;}

## Outline Width

The outline-width property specifies the width of the outline, and can have one of the following values:

thin (typically 1px)

medium (typically 3px)

thick (typically 5px)

A specific size (in px, pt, cm, em, etc)

The following example shows some outlines with different widths: thin outline, medium outline, thick outline and 4px thick outline.

Example

p.ex1 {  border: 1px solid black;  outline-style: solid;  
   outline-color: red;  outline-width: thin; }  
p.ex2 {  border: 1px solid black;  outline-style: solid;  
  outline-color: red; outline-width: medium; }  
p.ex3 {  border: 1px solid black;  outline-style: solid;  
  outline-color: red;  outline-width: thick; }  
p.ex4 {  border: 1px solid black;  outline-style: solid;  
  outline-color: red;  outline-width: 4px; }

## Outline - Shorthand property

The outline property is a shorthand property for setting the following individual outline properties:

outline-width

outline-style (required)

outline-color

The outline property is specified as one, two, or three values from the list above. The order of the values does not matter.

The following example shows some outlines specified with the shorthand outline property: dashed outline, dotted red outline, 5px solid yellow outline and thick ridge pink outline.

Example

p.ex1 {outline: dashed;}  
p.ex2 {outline: dotted red;}  
p.ex3 {outline: 5px solid yellow;}  
p.ex4 {outline: thick ridge pink;}

## Outline Offset

The outline-offset property adds space between an outline and the edge/border of an element. The space between an element and its outline is transparent. The following example specifies an outline 15px outside the border edge. This paragraph has an outline 15px outside the border edge.

Example: p { margin:30px; border:1px solid black;

outline:1px solid red;  outline-offset: 15px; }

The following example shows that the space between an element and its outline is transparent. This paragraph has an outline 15px outside the border edge.

Example

p { margin:30px;  background:yellow;  border:1px solid black;  
  outline: 1px solid red;  outline-offset: 15px; }

# Display

The display property is the most important CSS property for controlling layout.

## The display Property

The display property specifies if/how an element is displayed. Every HTML element has a default display value depending on what type of element it is. The default display value for most elements is block or inline.

## Display: none;

display: none; is commonly used with JavaScript to hide and show elements without deleting and recreating them. Take a look at our last example on this page if you want to know how this can be achieved. The <script> element uses display: none; as default.

## Override The Default Display Value

As mentioned, every element has a default display value. However, you can override this. Changing an inline element to a block element, or vice versa, can be useful for making the page look a specific way, and still follow the web standards. A common example is making inline <li> elements for horizontal menus:

Example: li {  display: inline; }

**Note:** Setting the display property of an element only changes **how the element is displayed**, NOT what kind of element it is. So, an inline element with display: block; is not allowed to have other block elements inside it.

The following example displays <span> elements as block elements:

Example: span {  display: block; }

The following example displays <a> elements as block elements:

Example: a {  display: block; }

## Hide an Element - display:none or visibility:hidden?

display:none

visibility:hidden

Hiding an element can be done by setting the display property to none. The element will be hidden, and the page will be displayed as if the element is not there:

Example: h1.hidden {  display: none; }

visibility:hidden; also hides an element.

However, the element will still take up the same space as before. The element will be hidden, but still affect the layout:

Example: h1.hidden {  visibility: hidden; }

# Max width

As mentioned in the previous chapter; a block-level element always takes up the full width available (stretches out to the left and right as far as it can). Setting the width of a block-level element will prevent it from stretching out to the edges of its container. Then, you can set the margins to auto, to horizontally center the element within its container. The element will take up the specified width, and the remaining space will be split equally between the two margins. This <div> element has a width of 500px, and margin set to auto.

**Note:** The problem with the <div> above occurs when the browser window is smaller than the width of the element. The browser then adds a horizontal scrollbar to the page.

Using max-width instead, in this situation, will improve the browser's handling of small windows. This is important when making a site usable on small devices. This <div> element has a max-width of 500px, and margin set to auto.

**Tip:** Resize the browser window to less than 500px wide, to see the difference between the two divs!

Here is an example of the two divs above:

Example

div.ex1 { width:500px;  margin:auto;  border:3px solid #73AD21; }  
div.ex2 { max-width:500px;  margin:auto; border:3px solid #73AD21;}

# Position

The position property specifies the type of positioning method used for an element (static, relative, fixed, absolute or sticky). The position property specifies the type of positioning method used for an element.

There are five different position values: static, relative, fixed, absolute & sticky.

Elements are then positioned using the top, bottom, left, and right properties. However, these properties will not work unless the position property is set first. They also work differently depending on the position value.

## position: static;

HTML elements are positioned static by default. Static positioned elements are not affected by the top, bottom, left, and right properties. An element with position: static; is not positioned in any special way; it is always positioned according to the normal flow of the page. This <div> element has position: static;

Here is the CSS that is used:

Example: div.static { position:static; border:3px solid #73AD21; }

## position: relative;

An element with position: relative; is positioned relative to its normal position.

Setting the top, right, bottom, and left properties of a relatively-positioned element will cause it to be adjusted away from its normal position. Other content will not be adjusted to fit into any gap left by the element. This <div> element has position: relative;

Here is the CSS that is used:

Example

div.relative {position:relative; left:30px; border:3px solid #73AD21;}

## position: fixed;

An element with position: fixed; is positioned relative to the viewport, which means it always stays in the same place even if the page is scrolled. The top, right, bottom, and left properties are used to position the element. A fixed element does not leave a gap in the page where it would normally have been located. Notice the fixed element in the lower-right corner of the page. Here is the CSS that is used:

Example: div.fixed {position:fixed; bottom:0;right:0; width:300px;

border: 3px solid #73AD21; }

This <div> element has position: fixed;

## position: absolute;

An element with position: absolute; is positioned relative to the nearest positioned ancestor (instead of positioned relative to the viewport, like fixed). However; if an absolute positioned element has no positioned ancestors, it uses the document body, and moves along with page scrolling.

**Note:** A "positioned" element is one whose position is anything except static.

Here is a simple example:

div.relative { position:relative; width:400px; height:200px;  
  border: 3px solid #73AD21; }   
div.absolute { position: absolute; top: 80px; right: 0;  
  width: 200px; height: 100px;  border: 3px solid #73AD21; }

## position: sticky;

An element with position: sticky; is positioned based on the user's scroll position.

A sticky element toggles between relative and fixed, depending on the scroll position. It is positioned relative until a given offset position is met in the viewport - then it "sticks" in place (like position:fixed).

**Note:** Internet Explorer, Edge 15 and earlier versions do not support sticky positioning. Safari requires a -webkit- prefix (see example below). You must also specify at least one of top, right, bottom or left for sticky positioning to work.

In this example, the sticky element sticks to the top of the page (top: 0), when you reach its scroll position.

Example

div.sticky {  position: -webkit-sticky; /\* Safari \*/  
  position: sticky;  top: 0;  background-color: green;  
  border: 2px solid #4CAF50; }

## The float Property

The CSS float property specifies how an element should float. The float property is used for positioning and formatting content e.g. let an image float left to the text in a container.

The float property can have one of the following values:

* left - The element floats to the left of its container. Example: img {  float: left; }
* right- The element floats to the right of its container. Example: img {  float: right; }
* none - The element does not float (will be displayed just where it occurs in the text). This is default. Example: img {  float: none; }
* inherit - The element inherits the float value of its parent

In its simplest use, the float property can be used to wrap text around images.

## The clear Property

The clear property specifies what elements can float beside the cleared element and on which side. The clear property can have one of the following values:

* none - Allows floating elements on both sides. This is default
* left - No floating elements allowed on the left side. Example: div {  clear: left; }
* right- No floating elements allowed on the right side
* both - No floating elements allowed on either the left or the right side
* inherit - The element inherits the clear value of its parent

The most common way to use the clear property is after you have used a float property on an element.

When clearing floats, you should match the clear to the float: If an element is floated to the left, then you should clear to the left. Your floated element will continue to float, but the cleared element will appear below it on the web page.

## Grid of Boxes / Equal Width Boxes

With the float property, it is easy to float boxes of content side by side:

### Example

\* {  box-sizing: border-box; }  
.box {  float: left;  
  width:33.33%; /\* three boxes (use 25% for four, and 50% for two, etc) \*/  
  padding: 50px; /\* if you want space between the images \*/  
}

**What is box-sizing?**

You can easily create three floating boxes side by side. However, when you add something that enlarges the width of each box (e.g. padding or borders), the box will break. The box-sizing property allows us to include the padding and border in the box's total width (and height), making sure that the padding stays inside of the box and that it does not break.

## Equal Height Boxes

In the previous example, you learned how to float boxes side by side with an equal width. However, it is not easy to create floating boxes with equal heights. A quick fix however, is to set a fixed height, like in the example below:

## Box 1

Some content, some content, some content

## Box 2

Some content, some content, some content

Some content, some content, some content

Some content, some content, some content

### Example: .box {  height: 500px; }

**However**, this is not very flexible. It is ok if you can guarantee that the boxes will always have the same amount of content in them. But many times, the content is not the same. If you try the example above on a mobile phone, you will see that the second box's content will be displayed outside of the box. This is where CSS3 Flexbox comes in handy - as it can automatically stretch boxes to be as long as the longest box:

## Navigation Menu

Use float with a list of hyperlinks to create a horizontal menu:

Example

* [Home](javascript:void(0))
* [News](javascript:void(0))
* [Contact](javascript:void(0))
* [About](javascript:void(0))

## Web Layout Example

It is also common to do entire web layouts using the float property:

### Example

.header, .footer { background-color:grey; color:white; padding:15px;}  
.column {float:left; padding:15px; }  
.clearfix::after { content:""; clear:both; display:table; }  
.menu {  width: 25%; }  
.content {  width: 75%; }

# Inline block

Compared to display: inline, the major difference is that display: inline-block allows to set a width and height on the element. Also, with display: inline-block, the top and bottom margins/paddings are respected, but with display: inline they are not. Compared to display: block, the major difference is that display: inline-block does not add a line-break after the element, so the element can sit next to other elements. The following example shows the different behavior of display: inline, display: inline-block and display: block:

### Example

span.a {   display: inline; /\* the default for span \*/  
  width: 100px;  height: 100px;  padding: 5px;  
  border: 1px solid blue;  background-color: yellow; }  
span.b {  display: inline-block;  width: 100px;  height: 100px;  
  padding: 5px;  border: 1px solid blue; background-color: yellow; }  
span.c {  display: block;  width: 100px;  height: 100px;  
  padding: 5px;  border: 1px solid blue; background-color: yellow;}

## Using inline-block to Create Navigation Links

One common use for display: inline-block is to display list items horizontally instead of vertically. The following example creates horizontal navigation links:

Example

.nav {  background-color: yellow;   list-style-type: none;  
  text-align: center;   padding: 0;  margin: 0; }  
.nav li {  display: inline-block;  font-size: 20px; padding: 20px; }

# Navigation bar

Having easy-to-use navigation is important for any web site. With CSS you can transform boring HTML menus into good-looking navigation bars.

## Navigation Bar = List of Links

A navigation bar needs standard HTML as a base. In our examples we will build the navigation bar from a standard HTML list. A navigation bar is basically a list of links, so using the <ul> and <li> elements makes perfect sense:

### Example

<ul>  
  <li><a href="default.asp">Home</a></li>  
  <li><a href="news.asp">News</a></li>  
  <li><a href="contact.asp">Contact</a></li>  
  <li><a href="about.asp">About</a></li>  
</ul>

Now let's remove the bullets and the margins and padding from the list:

**Example**

ul {  list-style-type: none;  margin: 0;  padding: 0; }

* list-style-type: none; - Removes the bullets. A navigation bar does not need list markers
* Set margin: 0; and padding: 0; to remove browser default settings

The code in the example above is the standard code used in both vertical, and horizontal navigation bars.

## Vertical Navigation Bar

To build a vertical navigation bar, you can style the <a> elements inside the list, in addition to the code above:

**Example**: li a {  display: block;  width: 60px; }

* display: block; - Displaying the links as block elements makes the whole link area clickable (not just the text), and it allows us to specify the width (and padding, margin, height, etc. if you want)
* width: 60px; - Block elements take up the full width available by default. We want to specify a 60 pixels width

You can also set the width of <ul>, and remove the width of <a>, as they will take up the full width available when displayed as block elements. This will produce the same result as our previous example:

**Example**

ul { list-style-type:none; margin:0; padding:0; width:60px; }   
li a {  display: block;}

## Vertical Navigation Bar Examples

Create a basic vertical navigation bar with a gray background color and change the background color of the links when the user moves the mouse over them.

**Example**

ul { list-style-type:none; margin:0; padding:0; width:200px;  
  background-color: #f1f1f1; }  
li a{display:block; color:#000;padding:8px 16px;text-decoration:none;}  
/\* Change the link color on hover \*/  
li a:hover {background-color:#555; color:white; }

**Active/Current Navigation Link**

Add an "active" class to the current link to let the user know which page he/she is on:

### Example

.active { background-color: #4CAF50; color: white; }

**Center Links & Add Borders**

Add text-align:center to <li> or <a> to center the links. Add the border property to <ul> add a border around the navbar. If you also want borders inside the navbar, add a border-bottom to all <li> elements, except for the last one:

### Example

ul {  border: 1px solid #555; }  
li {  text-align: center;  border-bottom: 1px solid #555; }  
li:last-child {  border-bottom: none; }

**Full-height Fixed Vertical Navbar**

Create a full-height, "sticky" side navigation:

**Example**

ul {  list-style-type: none;  margin: 0;  padding: 0;  width: 25%;  
  background-color: #f1f1f1;  height: 100%; /\* Full height \*/  
  position: fixed; /\* Make it stick, even on scroll \*/  
  overflow: auto; /\* Enable scrolling if the sidenav has too much content \*/ }

**Note:** This example might not work properly on mobile devices.

## Horizontal Navigation Bar

There are two ways to create a horizontal navigation bar. Using **inline** or **floating** list items.

**Inline List Items**

One way to build a horizontal navigation bar is to specify the <li> elements as inline, in addition to the "standard" code above:

**Example:** li {  display: inline; }

* display: inline; - By default, <li> elements are block elements. Here, we remove the line breaks before and after each list item, to display them on one line

**Floating List Items**

Another way of creating a horizontal navigation bar is to float the <li> elements, and specify a layout for the navigation links:

Example

li {  float: left; }  
a {  display: block;  padding: 8px; background-color: #dddddd;}

Example explained:

* float: left; - use float to get block elements to slide next to each other
* display: block; - Displaying the links as block elements makes the whole link area clickable (not just the text), and it allows us to specify padding (and height, width, margins, etc. if you want)
* padding: 8px; - Since block elements take up the full width available, they cannot float next to each other. Therefore, specify some padding to make them look good
* background-color: #dddddd; - Add a gray background-color to each a element

**Tip:** Add the background-color to <ul> instead of each <a> element if you want a full-width background color:

Example: ul {  background-color: #dddddd; }

## Horizontal Navigation Bar Examples

Create a basic horizontal navigation bar with a dark background color and change the background color of the links when the user moves the mouse over them:

### Example

ul {list-style-type:none; margin:0; padding:0;

overflow: hidden; background-color: #333; }  
li {  float:left; }  
li a { display:block; color:white; text-align:center;  
  padding: 14px 16px;   text-decoration: none; }  
/\* Change the link color to #111 (black) on hover \*/  
li a:hover {  background-color: #111; }

**Active/Current Navigation Link**

Add an "active" class to the current link to let the user know which page he/she is on:

Example

.active {  background-color: #4CAF50; }

**Right-Align Links**

Right-align links by floating the list items to the right (float:right;):

Example

<ul>  
  <li><a href="#home">Home</a></li> <li><a href="#news">News</a></li>  
  <li><a href="#contact">Contact</a></li> <li style="float:right"><a class="active" href="#about">About</a></li>  
</ul>

**Border Dividers**

Add the border-right property to <li> to create link dividers:

Example

/\* Add a gray right border to all list items, except the last item (last-child) \*/  
li {  border-right: 1px solid #bbb; }  
li:last-child {  border-right: none; }

**Fixed Navigation Bar**

Make the navigation bar stay at the top or the bottom of the page, even when the user scrolls the page:

**Fixed Top**

ul {  position: fixed;  top: 0;  width: 100%; }

**Fixed Bottom**

ul {  position: fixed;  bottom: 0;  width: 100%; }

**Note:** Fixed position might not work properly on mobile devices.

**Gray Horizontal Navbar**

An example of a gray horizontal navigation bar with a thin gray border:

Example

ul {  border: 1px solid #e7e7e7;  background-color: #f3f3f3; }  
li a {  color: #666; }

**Sticky Navbar**

Use position: sticky; to <li> to create a sticky navbar. A sticky element toggles between relative and fixed, depending on the scroll position. It is positioned relative until a given offset position is met in the viewport - then it "sticks" in place (like position:fixed).

Example

ul {position: -webkit-sticky; /\* Safari \*/position: sticky; top: 0;}

**Note:** Internet Explorer, Edge 15 and earlier versions do not support sticky positioning. Safari requires a -webkit- prefix (see example above). You must also specify at least one of top, right, bottom or left for sticky positioning to work.

## Dropdowns

Create a dropdown box that appears when the user moves the mouse over an element.

Example

<style>  
.dropdown {  position: relative;  display: inline-block; }  
.dropdown-content { display:none; position:absolute; background-color: #f9f9f9;  min-width: 160px; box-shadow: 0px 8px 16px 0px rgba(0,0,0,0.2);  padding: 12px 16px;  z-index: 1; }  
  
.dropdown:hover .dropdown-content {  display: block; }  
</style>  
<div class="dropdown">  <span>Mouse over me</span>

<div class="dropdown-content"> <p>Hello World!</p> </div>  
</div>

**Example Explained**

**HTML)** Use any element to open the dropdown content, e.g. a <span>, or a <button> element. Use a container element (like <div>) to create the dropdown content and add whatever you want inside of it. Wrap a <div> element around the elements to position the dropdown content correctly with CSS.

**CSS)** The .dropdown class uses position:relative, which is needed when we want the dropdown content to be placed right below the dropdown button (using position:absolute). The .dropdown-content class holds the actual dropdown content. It is hidden by default, and will be displayed on hover (see below).

**Note** the min-width is set to 160px. Feel free to change this.

**Tip:** If you want the width of the dropdown content to be as wide as the dropdown button, set the width to 100% (and overflow:auto to enable scroll on small screens). Instead of using a border, we have used the CSS box-shadow property to make the dropdown menu look like a "card".

The :hover selector is used to show the dropdown menu when the user moves the mouse over the dropdown button.

## Dropdown Menu

Create a dropdown menu that allows the user to choose an option from a list:

This example is similar to the previous one, except that we add links inside the dropdown box and style them to fit a styled dropdown button:

Example

<style> /\* Style The Dropdown Button \*/  
.dropbtn {  background-color: #4CAF50;  color: white;  padding: 16px;  
  font-size: 16px;  border: none;  cursor: pointer; }  
/\* The container <div> - needed to position the dropdown content \*/  
.dropdown {  position: relative;  display: inline-block; }  
/\* Dropdown Content (Hidden by Default) \*/  
.dropdown-content {  display: none;  position: absolute;  
  background-color: #f9f9f9;  min-width: 160px;  
  box-shadow: 0px 8px 16px 0px rgba(0,0,0,0.2);  z-index: 1; }  
/\* Links inside the dropdown \*/  
.dropdown-content a{color:black; padding:12px 16px;

text-decoration: none;  display: block; }  
  
/\* Change color of dropdown links on hover \*/  
.dropdown-content a:hover {background-color: #f1f1f1}  
/\* Show the dropdown menu on hover \*/  
.dropdown:hover .dropdown-content { display: block; }  
/\* Change the background color of the dropdown button when the dropdown content is shown \*/  
.dropdown:hover .dropbtn { background-color: #3e8e41; }  
</style>  
<div class="dropdown">  <button class="dropbtn">Dropdown</button>  
  <div class="dropdown-content"> <a href="#">Link 1</a>

<a href="#">Link 2</a><a href="#">Link 3</a>  </div>  
</div>

## Right-aligned Dropdown Content

If you want the dropdown menu to go from right to left, instead of left to right, add right: 0;

Example: .dropdown-content {  right: 0; }

# Image gallery

CSS can be used to create an image gallery. The following image gallery is created with CSS:

**Example:**

<html> <head> <style>  
div.gallery{margin:5px; border:1px solid #ccc; float:left;

width:180px; }  
div.gallery:hover {  border:1px solid #777; }  
div.gallery img { width:100%; height:auto; }  
div.desc {  padding:15px; text-align:center; }  
</style></head><body>  
<div class="gallery"> <a target="\_blank" href="fjords.jpg"> <img src="5terre.jpg" alt="Cinque Terre" width="300" height="200"></a>  
  <div class="desc">Add a description of the image here</div>  
</div>  
<div class="gallery"><a target="\_blank" href="forest.jpg">  
    <img src="forest.jpg" alt="Forest" width="300" height="200"></a>  
  <div class="desc">Add a description of the image here</div>  
</div>  
<div class="gallery"> <a target="\_blank" href="lights.jpg">  
 <img src="lights.jpg" alt="Northern Lights" width="300" height="200">  
  </a>  
  <div class="desc">Add a description of the image here</div></div>  
<div class="gallery"><a target="\_blank" href="mountains.jpg">

<img src="mountains.jpg" alt="Mountains" width="300" height="200"></a>  
  <div class="desc">Add a description of the image here</div>  
</div> </body> </html>

# CSS Responsive

Responsive web design makes your web page look good on all devices. Responsive web design uses only HTML and CSS. Responsive web design is not a program or a JavaScript. Web pages can be viewed using many different devices: desktops, tablets, and phones. Your web page should look good, and be easy to use, regardless of the device. Web pages should not leave out information to fit smaller devices, but rather adapt its content to fit any device:

**![https://www.w3schools.com/css/rwd_desktop.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASwAAADFCAIAAABhI1jcAAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAA3pJREFUeNrs3c9qE0EAwOFs/jW0UVNbKF48iB6Tk4LQZ+mpryA9+wC+RV/Co15E8KC2dxG8GFSs0IQkNDsGmrTSBkTQWSf7fZeWnHYn+XVn0p0kCyFUgOJUDQEUq37+4+iw3z8eGA6IZn27vntw9zLCz+9OP748MS4QTftOc/fgl+loVjMmEHcpWMuurAkzgwJRLZrzxgwUfUk0BCBCECEgQhAhIEIQISBCECEgQhAhIEIQISBCECEgQhAhIEIQISBCECEgQhAhIEIQISBCECEgQhAhIEIQISBCECHwlyIMxgKiyq9G6DvrIa5Fc/XzHzvdDWMCMa1vz+vLQjARhf9iTQiIEEqpfv2hww+nxyeTdE+p22nu3Wt7alfY7CX65tu4VUvv3cTxtNLbbOzfv/GbCGen9+rLON1naDQNIlxts4tEui/R/Nq/A5dMR1P8A7NKx481ISBCECEgQhAhIEIQISBCKGGEeeLbKnLbQkjKktvW2o3qzUbCV8h2w+WdxCN82usYF7AmBBECRU1H7SeEgiO0nxAKno7aTwjWhCBCQIQgQkCEIEJAhCBCQIQgQuBfWXLvaLfTTPqUUj9+RFhx9zOYjkK5r4T2E0LBEdpPCAVPR+0nBGtCECEgQhAhIEIQISBCECEgQihXhONp2qeU+vFTNkvuHX241VyrJXxK9hOSfITufgZrQij3ldB+Qig4wvffJy/6o3RPKQ+VPU8sSU9Hq4lvx6vaTog1ISBCECEgQhAhIEIQISBCECHwRxGOpiHpU0r9+CmbJfeOPtpaS/qT5O0nJPkIbUEAa0IQISBCECEgQhAhIEIQISBCECEgQhAhIEIQISBCECEgQhAhIEIQISBCECEgQhAhIEIQISBCECEgQhAhIEIQISBCECEgQhAhIEIQISBCECEgQhAhIEIQISBCECEgQhAhIEIQISBCECEgQhAhIEIQIZRb3RCQnG6nOZqGVi1L7sjH00pvs3HlwSyE4EkF01EQIVDsmvDZUf91f2A4IJrHOxtPejuXEb79Onz+6YdxgWjWFm8szSMcnuWDs9y4QDTDRXHzNWEtywwKxHQRnTdmoGAiBBGCCAERgggBEYIIARGCCAERgggBEYIIARGCCAERgggBEUIpIpzkPuUJorqIbv5paw9utXq3J8YFoplFd/6L76IAa0IQIVCgnwIMAM03mZcSFx/3AAAAAElFTkSuQmCC) ![https://www.w3schools.com/css/rwd_tablet.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHgAAACwCAIAAABLvT1cAAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAAqBJREFUeNrs3T9rE3EYwPH8uVxjElojDqXUqB2Ubh069AW46ytwEydfhK9AdzdXB0HQQXcR3Vysg51a6BAICTEmuSRnUgfbUpLh7goNny+0pEuGD8dzv+caSD6O45yyL5j+7L9tHn/vssio2nq4+3RjBn30rfPrY4tIRl2/U55CF6aviqUCjgyHxsqMF/ElBRo0aIEGDRoBaNACDRq0QIMWaNCgBXrJoEf9CYjsGvbGuX//Bd/cWw0qLu2sqq2H0995n+swo5eq4NzfL3902lHSkb1TDx/eqsCdB/3usNdJDN0fx6AXjI5qkE/+puVinqwZDRq00r8Zdke5KE46Yf+MwS6CfnI7aA+ihG+6faNI9lw2QwvLckO/P+q1hkmhhxMLy6JTRyq7RliwsDjegQatDG6G7Sg3yiWdsL9HjoyLoJ9tlTqDUcI3vV8PyFpYLCwWFguLhcXxTqBBW1gsLBYWC4vmXtEvUlpYHjlHz4f+kMbCEk1i0BYWxzvQAn2VF5axhcXCYmGRGQ0atECDFmjQoAUatECDBi3QoAUaNGiBBi3QoEELNGiBBg1aoEELNGjQAg1aoEGDFmjQAg0atECDFmjQoAUatECDBi3QoAUaNGiBBi3QoEELNGiBBr3snfnWg9cH3S/NAZS02ru58nirdgH0z070FXR61cPCxaPDd1yl22lPM9rNELRAgwaNADRogQYNWqBBCzRo0AINWqBBgxZo0AJ9BaCjSUwkxU57nvlIWKMabK+VAKXV3dp/3nwcu4rN6CVqdm2/2m9+Pu6yyKhGLXy+uzGD/nTYeXPQIpJR99bKU+jZ6LgWGCAZVi0VzGg3Q9ACDVqgQYMWaNA6ge6PJiCyq3fCO3uo9GBzteJxR2Y1amHOg/9L668AAwDrj7Mx62e61gAAAABJRU5ErkJggg==) ![https://www.w3schools.com/css/rwd_phone.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEYAAAB6CAIAAACN9LIFAAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAAjhJREFUeNrs3L9LAmEYB3BPLz2VsstBI4qISq3Bin6MEfVHOLcEDQ2tza0NDUFLc39CQxE1FhS09Av6QUgWiXaV6Z2nvceByeUY0fP4fUB5x/eDz33P8319pWq16uJVsnidbmVeH4oMMKFuZXQ+apFudnPZqwIDUngwIEhuMWoJuHm0nA1xu9gVSCCBBBJIIIEEEkg8SUahwgNjQ6znpb45NRzz83gEFO8Svwd1hteSXButnWu7j59EGXOd/uVEm5OU183nokmUJCbfoPE8kkS32eonz/pWW6oQjr76yX9fS1Nhn89NtfdGVG9tLPH8Admu9QttL0M1xGej/qX4jxB/KZnpAtUQF5NHiCPE/0uIj3d46X5kYx1NEuIbl9r+E9W1wJmIshj7EeKZonn7XiZKSoQQ4lRDXKcc4nrDEE+qXoOsKtks38Q3r98OyIb4dERZGGh1ktKF8pVmECX1t8oIcaIhblAOcaNhiA+FWjSD6hKGmDznEMcqIEgggQQSSCCBBBJIIIEEEkgggQQSSCCBBBJIIIEEEkgggQTS39f3ivr23cdRtkSUMRn2pXqDTtJZXj8ku4dI8UgpV9DZeHT/Q+KYPOIBJJBAAgkkkEACCSSQQPplUpny1vdyw63vEb+nJygTJYnJ18bY+k6hrE5bOU6f5zicrptQldWJLou086CdvHA4Xff+PSBIVuMFZCbtZ0NwqwUJJJBAAum/kUgfi1BfNsT6QjSsKppuMiDF23F8JpX6EmAA0Bir1Ogky1kAAAAASUVORK5CYII=)**

**Desktop Tablet Phone**

It is called responsive web design when you use CSS and HTML to resize, hide, shrink, enlarge, or move the content to make it look good on any screen.